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**import** java.util.ArrayList;

**public** **class** Main {

**public** ArrayList<Object> generateStates(**int** per[][]){

// int per[] ={1,3,2}; //new int[10];

**int** obr[][] = **new** **int**[10][2];

**int** i, j,min,raz,n;

**int** tmp[];

**boolean** flag;

n = per.length;

min = 0;

ArrayList<Object> result = **new** ArrayList<Object>();

**while** (**true**) {

// for (int k = 0; k < per.length; k++) {

// System.out.print(per[k][0] + " ");

// }

result.add(per.clone());

flag = **false**;

**for** (i = n-2; i >= 0; i--) {

**if**(per[i][0] < per[i+1][0]){

flag = **true**;

**break**;

}

}

**if**(!flag){

**break**;

}

// System.out.println();

raz = per[i+1][0];

**for** (j = i+1; j < n; j++) {

**if**(((per[j][0] - per[i][0]) < raz) && (per[i][0] < per[j][0])){

min = j;

}

}

tmp = per[i];

per[i] = per[min];

per[min] = tmp;

**for** (j = i+1; j < n; j++) {

obr[j] = per[j];

}

j = i+1;

**for** (**int** k = n-1; k >= i+1; k--) {

per[j] = obr[k];

j++;

}

}

**return** result;

}

**void** random(**int** tasks[][]){

**boolean** swapped = **true**;

**while** (swapped){

swapped = **false**;

**for** (**int** i = 0; i < tasks.length - 1; i++) {

**if** (tasks[i][0] > tasks[i + 1][0]) {

**int** a[] = tasks[i];

tasks[i] = tasks[i + 1];

tasks[i + 1] = a;

swapped = **true**;

}

}

}

Object list[] = generateStates(tasks).toArray();

**int** results[][] = **new** **int**[list.length][3];

**for** (**int** i = 0; i < list.length; i++) {

results[i] = countGant((**int**[][])list[i]);

}

**int** minValue = Integer.***MAX\_VALUE***;

**int** colNumber = 0;

**for** (**int** i = 0; i < results.length; i++) {

// System.out.println(results[i][2]);

**if**(results[i][2] < minValue){

minValue = results[i][2];

colNumber = i;

}

}

System.***out***.println("Minimal system time with standart search: " + minValue);

}

**public** **int**[] countGant(**int** tasks[][]){

**int** solving1 = 0;

**int** solving2 = 0;

**int** result [] = **new** **int**[3];

**for** (**int** i = 0; i < tasks.length; i++) {

solving1 += tasks[i][0];

**if**(solving2 <= solving1){

solving2 = tasks[i][1] + solving1;

}**else**{

solving2 += tasks[i][1];

}

}

result[0] = solving1;

result[1] = solving2;

**if**(solving1 < solving2){

result[2] = solving2;

}**else**{

result[2] = solving1;

}

**return** result;

}

**int**[][] optimize(**int** tasks[][]){

**boolean** usage[] = **new** **boolean**[tasks.length];

**int** result[][] = **new** **int**[tasks.length][2];

**int** minValue = Integer.***MAX\_VALUE***;

**int** processorNumber = 0;

**int** tasksNumber = 0;

**int** headPointer = 0;

**int** tailPointer = tasks.length - 1;

**for** (**int** i = 0; i < usage.length; i++) {

**for** (**int** j = 0; j < usage.length; j++) {

**if**(!usage[j]){

**if**(tasks[j][0] < minValue){

minValue = tasks[j][0];

processorNumber = 1;

tasksNumber = j;

}

**if**(tasks[j][1] < minValue){

minValue = tasks[j][1];

processorNumber = 2;

tasksNumber = j;

}

}

}

**if**(processorNumber == 1){

result[headPointer] = tasks[tasksNumber];

headPointer++;

usage[tasksNumber] = **true**;

}**else**{

result[tailPointer] = tasks[tasksNumber];

tailPointer--;

usage[tasksNumber] = **true**;

}

minValue = Integer.***MAX\_VALUE***;

}

**return** result;

}

**public** **static** **void** main(String[] args) {

**int** tasks[][] = {{5,8},{2,11},{4,3},{3,1},{10,7},{9,6}};

**int** optTasks[][] ={{2,11},{5,8},{10,7},{9,6},{4,3},{3,1}};

**int** per[][] = {{2,7},{4,4},{3,1},{1,6}};

Main core = **new** Main();

**int** result[] = core.countGant(core.optimize(tasks));

System.***out***.println("First processor summary time: " + result[0]);

System.***out***.println("Second processor summary time: " + result[1]);

System.***out***.println("--------------------------------------------------------");

System.***out***.println("Minimal system summary time using calendar planning: " + result[2]);

core.random(tasks.clone());

}

}